**Bài 6: Bean-Managed Persistent Entity Bean (BMP)**

**I. Khái niệm**

1. Bean-Managed Persistence

- Với BMP, người viết bean phải viết tường minh các triệu gọi dùng để truy xuất cơ sở dữ liệu. Truy xuất dữ liệu có thể được mã hóa bên trong bean hoặc đóng gói trong đối tượng truy xuất dữ liệu (DAO – Data Access Object) như một phần của bean.
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- BMP được chọn dùng khi:

* Muốn điều khiển hoàn toàn việc truy xuất cơ sở dữ liệu, như viết các truy vấn tối ưu, select với yêu cầu phức tạp.
* Muốn viết thao tác truy xuất cho các hệ quản trị cơ sở dữ liệu cũ (legacy system), ERP…
* Nơi lưu trữ không phải là một hệ quản trị cơ sở dữ liệu.

Tuy nhiên, mối liên hệ quá chặt chẽ giữa BMP và cơ sở dữ liệu nó thao tác trên đó là một yếu điểm của BMP.

- BMP cũng như các Entity Bean khác, có 3 trạng thái:

* Does Not Exits: không tồn tại trong bộ nhớ.
* Pooled: có mặt trong instance pool nhưng chưa sẵn sàng hoạt động.
* Ready: sẵn sàng đáp ứng các yêu cầu từ client cho EJB Object ủy nhiệm đến.

*Class.newInstance()*

*setEntityContext()*

System Exception

EJB Container
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*ejbStore()*

*ejbHome<Name>(...)*

*ejbFind<Name>(...)*

*ejbCreate(...)*

*ejbPostCreate(...)*

*ejbActivate()*

*ejbLoad()*

*<method>(...)*

*<method>(...)*

*<method>(...)*

*Object.finalize()*

*unsetEntityContext()*

*ejbRemove()*

*ejbPassivate()*

**Activate** ejbActivate() → ejbLoad()

**Passivate** ejbStore() → ejbPassivate()

2. Vòng đời của Entity Bean

- Vòng đời của bean bắt đầu khi container gọi **Class.newInstance()**, sau đó liên kết bean với đối tượng **EntityContext** chứa thông tin môi trường bằng cách gọi phương thức **setEntityContext()**, bean hình thành và được đặt vào instance pool và ở trạng thái Pooled. Bean trong pool không liên kết với bất kỳ cơ sở dữ liệu và một EJB Object nào, container có thể dùng bean này để thực hiện bất kỳ một phương thức home hoặc finder nào.

- Khi container chọn bean để phục vụ một triệu gọi của client đến EJB Object, bean chuyển sang trạng thái Ready, liên kết với cơ sở dữ liệu và với EJB Object cụ thể. Có hai cách chuyển đến trạng thái Ready:

* Client gọi phương thức **create()** của Home Object và như vậy container sẽ gọi lần lượt các phương thức **ejbCreate()** và **ejbPostCreate()**.
* Container gọi phương thức **ejbActivate()** để kích hoạt lại các bean đang thụ động, cấp phát tài nguyên như socket cho bean..

- Trong trạng thái Ready, bean liên kết với một EJB Object. Container gọi các business method trên bean tùy theo các method mà EJB Object ủy nhiệm đến. Container cũng đồng bộ trạng thái của bean với cơ sở dữ liệu bằng cách dùng các phương thức **ejbLoad()** và **ejbStore()**.

- Container có thể chuyển bean trở lại trạng thái Pooled, điều này xảy ra khi:

* Client gọi phương thức **remove()** và như vậy container sẽ gọi phương thức **ejbRemove()**.
* Container gọi phương thức **ejbPassivate()** để chuyển bean sang trạng thái thụ động.

- Cuối vòng đời của bean, container sẽ loại bean ra khỏi pool và gọi phương thức **unsetEntityContext()** tách bean ra khỏi đối tượng **EntityContext** chứa thông tin môi trường liên quan đến nó.

3. Chi tiết hoạt động của BMP

Client

Container

Bean Instance

Database

setEntityContext()

Thêm một thực thể mới đến Pool

Phục vụ một phương thức finder

Phục vụ phương thức create

beanClass.newInsance()

Phục vụ một business method

trả về một EJB object hay một collection EJB object

bussinessMethod(args)

ejbObj.businessMethod(args)

ejbStore()

ejbPassivate()

ejbObj.remove()

hoặc

home.remove()

Phục vụ phương thức remove

home.find<METHOD>(args)

ejbFind<METHOD>(args)

tìm trong cơ sở dữ liệu

trên cơ sở args

trả về một PK hay

một collection PK

trả về EJB object mới

home.create(args)

ejbCreate(args)

chèn một hàng

vào cơ sở dữ liệu

trả về một PK

ejbPostCreate(args)

ejbObj. businessMethod(args)

hoặc

ejbHome. businessMethod(args)

cập nhật hàng thể hiện

vào cơ sở dữ liệu

Passivating một thực thể bean

ejbActivate()

đọc dữ liệu vào thực thể từ cơ sở dữ liệu

ejbLoad()

bussinessMethod(args)

Activating một thực thể bean

xóa hàng thể hiện

trong cơ sở dữ liệu

ejbRemove()

unsetEntityContext()

Loại một thực thể khỏi Pool

4. Phương thức callback, Finder và phương thức Home

a) Callback

- Phương thức **ejbCreate()** được gọi khi ghi trạng thái của bean vào cơ sở dữ liệu, bean liên kết với đại diện EJB Object của nó. Như vậy một hàng mới được tạo và được ghi vào cơ sở dữ liệu. Đặc tả EJB từ 2.0 trở đi cho phép nạp chồng phương thức này dưới dạng **ejbCreate<SUFFIX>()**, cần có phương thức **create<SUFFIX>()** tương ứng trong home interface. Truy vấn SQL tương ứng là **INSERT**. Phương thức **create()** là tùy chọn trong entity bean.

- Phương thức **ejbPostCreate()** được gọi sau khi gọi **ejbCreate()**. Phương thức này dùng cho một số tác vụ như: giải quyết các vấn đề phát sinh khi chèn hàng vào cơ sở dữ liệu, thiết lập mối quan hệ giữa các bean có liên quan với nhau sau khi chúng hình thành, chuyển tham chiếu của bean đến một bean khác, thay đổi các thông số transaction, ...

- Phương thức **ejbRemove()** dùng để tách mối liên kết giữa bean với dữ liệu tương ứng trong cơ sở dữ liệu. Truy vấn SQL tương ứng là **DELETE**.

- Phương thức **ejbLoad()** dùng để nạp dữ liệu từ cơ sở dữ liệu vào bean tương ứng (còn gọi là refresh dữ liệu), đồng bộ trạng thái của bean với hàng dữ liệu mà nó ánh xạ. Phương thức này được gọi trước khi các business method được thực hiện. Truy vấn SQL tương ứng là **SELECT \***.

- Phương thức **ejbStore()** dùng để ghi trạng thái (dữ liệu của lớp bean) vào cơ sở dữ liệu, đồng bộ trạng thái của bean với hàng dữ liệu mà nó ánh xạ. Phương thức này được gọi sau khi business method thực hiện xong. Truy vấn SQL tương ứng là **UPDATE**.

- **ejbLoad()** và **ejbStore()** là các phương thức tự động đồng bộ Entity Bean với hàng dữ liệu mà nó ánh xạ trong cơ sở dữ liệu. Nghĩa là khi thay đổi Entity Bean, **ejbStore()** sẽ được gọi để cập nhật cơ sở dữ liệu; khi thay đổi cơ sở dữ liệu, **ejbLoad()** sẽ được gọi để cập nhật Entity Bean.

- Container sẽ gọi phương thức **ejbStore()** trước khi gọi phương thức **ejbPassivate()**, giải phóng bean. Sau khi container gọi phương thức **ejbActivate()**, phương thức **ejbLoad()** sẽ được gọi để nạp lại dữ liệu cho bean từ cơ sở dữ liệu.

- Phương thức **setEntityContext()** dùng để liên kết bean với đối tượng **javax.ejb.EntityContext**. Thông qua đối tượng này EJB nhận những thông tin liên quan đến môi trường.

- Phương thức **unsetEntityContext()** tách bean khỏi môi trường, giải phóng tài nguyên do **setEntityContext()** cấp, thực thể bean sẵn sàng để hủy.

b) Finder

- Các phương thức Finder là cần thiết do thực tế thường có khuynh hướng làm việc với một *hàng dữ liệu có sẵn*, không phải là hàng dữ liệu vừa tạo mới. Mỗi phương thức có tên **find<SUFFIX>()** trong home interface, phải có một phương thức **ejbFind<SUFFIX>()** tương ứng với cùng đối số trong lớp bean. Khi một phương thức **find()** được triệu gọi trên Home Object, container sẽ ủy nhiệm phương thức **ejbFind()** tương ứng trên bean thực hiện yêu cầu. Truy vấn SQL tương ứng là **SELECT PrimaryKey WHERE**.

- Kết quả trả về của các phương thức **find<SUFFIX>()** là một đối tượng kiểu EJB Object hoặc một **Collection** các đối tượng kiểu EJB Object, trong lúc kết quả trả về của các phương thức **ejbFind<SUFFIX>()** là khóa chính hoặc một **Collection** các khóa chính.

- Phải có ít nhất một Finder: **findByPrimaryKey( PrimaryKey )**.

c) Phương thức Home

- Đôi khi chúng ta cần các phương thức trên một Entity bean mà không chỉ định bất kỳ thực thể (hàng dữ liệu) cần lấy nào. Ví dụ, đếm số account trong một bảng. Các phương thức Home dùng thực hiện các tác vụ này.

- Các phương thức home là các business method đặc biệt bởi vì chúng được gọi từ bean trong pool, trước khi bean liên kết với dữ liệu chỉ định nào đó. Client gọi các phương thức Home thông qua home interface (local hoặc remote). Mỗi phương thức có tên **x<SUFFIX>()** trong home interface, phải có một phương thức **ejbHomeX<SUFFIX>()** tương ứng với cùng đối số trong lớp bean.
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4. Gọi các business method
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4.1 Gọi các business method
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ejbPassivate
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1. Đăng ký EJB

1. Container đăng ký tất cả các bean đã được triển khai với JNDI.

2. Client tìm thấy (**lookup()**) home interface của bean thông qua JNDI.

3. Client dùng phương thức **create()** của home interface để tạo ra EJB Object. Khi client triệu gọi phương thức **create()** của home interface, container triệu gọi phương thức **ejbCreate()** tương ứng của bean.

4. Client triệu gọi các business method trên EJB Object, container ủy nhiệm các lời gọi này đến bean.

5. Client gọi phương thức **remove()** của EJB Object, container gọi **ejbRemove()** của bean tương ứng.

Container đồng bộ trạng thái của bean với cơ sở dữ liệu bằng cách dùng các phương thức **ejbLoad()** và **ejbStore()**.

5. Lớp Primary Key (khóa chính)

- Primary Key là lớp đối tượng dùng để chỉ định duy nhất một entity bean. Primary Key có thể là kiểu serializable bất kỳ nào, bao gồm các kiểu có sẵn (**Integer**, **Double**, **String**, ...) hoặc các lớp được định nghĩa bởi người phát triển bean.

- Có hai kiểu Primary Key:

* Single-Field: Primary Key ánh xạ với một field định nghĩa trong lớp bean.
* Compound: lớp Primary Key (cài đặt giao diện **java.io.Serializable**) do người dùng định nghĩa ánh xạ đến nhiều field trong lớp bean.

- Chú ý khi tạo lớp Primary Key sao cho hợp lệ trong RMI/IIOP:

* Phải cài đặt giao diện **java.io.Serializable**.
* Tất cả các field phải **public**.
* Phải định nghĩa cùng lúc các phương thức **equals()** và **hashCode()** để thao tác dễ dàng trên Primary Key trong **Collection**.
* Không cài đặt giao diện **java.rmi.Remote**.

- Deployment Descriptor cũng phải định nghĩa lớp Primary Key cần cho triển khai:

**<prim-key-class>cShipPK</prim-key-class>**

6. Lớp và giao diện

a) Client truy xuất từ xa (remote client view)

Identity mamagement

Home method

Appilcation Logic

PK mamagement

State management

interface EJBHome

+ EJBMetaData getEJBMetaData( )  
+ HomeHandle getHomeHandle( )

+ void remove( Handle )

throws RemoveException

+ void remove(<PK> )

throws RemoveException

interface <name>Home

+ <remote> create( <args> )

throws CreateException

+ <remote> findByPrimaryKey( <PK> )

throws FinderException

+ <remote coll>

find<methode>( <args> )

throws FinderException

+ <type> <name>( <args> )

throws SomeException

interface EJBObject

+ void remove( Handle )

throws RemoveException

+ EJBHome getEJBHome( )

+ Handle getHandle( )

+ Object getPrimaryKey( )

+ boolean isIdentical( EJBObject )

interface <name>

+ <ret type> business\_1( <args> )

throws SomeException

+ <ret type> business\_2( <args> )

throws SomeException

+ abstract <*name*>Bean

+ <type> AttributeKey

+ <type> AttributeX

+ <type> AttributeY

+ void ejbLoad( )

+ void ejbStore( )

+ void ejbActivate( )

+ void ejbPassivate( )

+ void setEntitynContext( <arg> )

+ void unsetEntityContext( )

+ void ejbRemove( )

throws RemoveException

+ <PK> ejbCreate( <args> )

throws CreateException

+ <PK> ejbFindByPrimaryKey( <PK> )

throws FinderException

+ <PK collection>

ejbFind<methode>( <args> )

throws FinderException

+ <type>ejbHome<Name>( <arg> )

throws SomeException

+ <ret type> business\_1( <args> )

throws SomeException

+ <ret type> business\_2( <args> )

throws SomeException

interface EntityBean

↑ throws RemoteException ↑ ↑ throws EJBException ↑

+ <name>PK

<type> <attributeKey>

interface java.io.Serializable

b) Client truy xuất cục bộ (local client view)

Identity mamagement

Home method

Appilcation Logic

PK mamagement

State management

interface EJBLocalHome

+ void remove(<PK> )

throws RemoveException

interface <name>Home

+ <local> create( <args> )

throws CreateException

+ <local> findByPrimaryKey( <PK> )

throws FinderException

+ <local collection>

find<method>( <args> )

throws FinderException

+ <type> <name>( <args> )

throws SomeException

interface EJBLocalObject

+ void remove( Handle )

throws RemoveException

+ EJBLocalHome getEJBLocalHome( )

+ Object getPrimaryKey( )

+ boolean isIdentical( EJBLocalObject )

interface <name>

+ <ret type> business\_1( <args> )

throws SomeException

+ <ret type> business\_2( <args> )

throws SomeException

+ abstract <*name*>Bean

+ <type> AttributeKey

+ <type> AttributeX

+ <type> AttributeY

+ <type> AttributeZ

+ void ejbLoad( )

+ void ejbStore( )

+ void ejbActivate( )

+ void ejbPassivate( )

+ void setEntityContext( <arg> )

+ void unsetEntityContext( )

+ void ejbRemove( )

throws RemoveException

+ <PK> ejbCreate( <args> )

throws CreateException

+ <PK> ejbFindByPrimaryKey( <PK> )

throws FinderException

+ <PK collection>

ejbFind<methode>( <args> )

throws FinderException

+ <type>ejbHome<Name>( <arg> )

throws SomeException

+ <ret type> business\_1( <args> )

throws SomeException

+ <ret type> business\_2( <args> )

throws SomeException

interface EntityBean

↑ throws EJBException ↑

+ <name>PK

<type> <attributeKey>

interface java.io.Serializable

**II. Thiết kế**

**A. Tạo BMP**

- Cơ sở dữ liệu cho ứng dụng: **Bank**, bảng **accounts**.
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- Entity Bean là ánh xạ của một hàng trong bảng dữ liệu, khi xây dựng bean ta dựa theo phương pháp O-R mapping và bảng dữ liệu mà EJB ánh xạ để hình thành lớp Bean.

1. Lớp Primary Key (khóa chính)

- Primary Key định nghĩa thuộc tính dùng để định vị một hàng dữ liệu (tức một bean) trong cơ sở dữ liệu. Thường chỉ cần một thuộc tính, nhưng đôi khi cần một bộ thuộc tính mới xác định được một hàng duy nhất trong bảng. Nếu Primary Key chỉ là kiểu serializable có sẵn thì không cần phải viết lớp Primary Key.

**package myejb.entity.bmp;**

**public class AccountPK implements java.io.Serializable {**

**private int id;**

**public AccountPK() { }**

**public AccountPK( int id ) {**

**this.id = id;**

**}**

**public void setId( int id ) {**

**this.id = id;**

**}**

**public int getId() {**

**return id;**

**}**

**public String toString() {**

**return String.valueOf( id );**

**}**

**public int hashCode() { return id; }**

**public boolean equals( Object obj ) {**

**if ( obj == null || !( obj instanceof AccountPK ) ) return false;**

**AccountPK other = ( AccountPK )obj;**

**return ( this.id == other.id );**

**}**

**}**

2. Tạo lớp EJB

- Lớp EJB cho BMP viết phức tạp vì người cung cấp bean phải chịu trách nhiệm thực hiện các thao tác truy xuất cơ sở dữ liệu. Lớp Bean gồm có:

* Dữ liệu riêng ánh xạ các field của bảng dữ liệu
* Các phương thức tác động lên các field dữ liệu trên, chính là các business logic của bean.
* Các phương thức hỗ trợ (helper) thường là các phương thức truy xuất dữ liệu, gọi là data access logic.
* Các phương thức callback gọi bởi Container, các Finder, các phương thức Home.

a) Dữ liệu riêng của bean và các business logic

- Bean phải có dữ liệu riêng, chính là thể hiện các field của hàng dữ liệu mà bean ánh xạ bên trong nó.

**private int id;**

**private String firstName;**

**private String lastName;**

**private String address;**

**private String accountType;**

**private double annualIncome;**

- Dữ liệu riêng này được truy xuất (vào/ra) bởi các getter/setter (gọi chung là các accessor). Đây cũng là các business method sẽ được client triệu gọi. Tiếp đầu ngữ set/get là quy ước và số lượng các accessor là tùy yêu cầu, không phải bắt buộc.

**//** Business methods (Getter / Setter)

**public String getFirstName() {**

**return firstName;**

**}**

**public String getLastName() {**

**return lastName;**

**}**

**public String getAddress() {**

**return address;**

**}**

**public String getAccountType() {**

**return accountType;**

**}**

**public double getAnnualIncome() {**

**return annualIncome;**

**}**
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Nhiều triệu gọi qua mạng và code bị trộn lẫn

- Cách cài đặt trên là kinh điển. Nhưng thực tế để giảm thiểu số lời gọi các business method của EJB qua mạng, người ta thường dùng design pattern Transfer Object, còn gọi là Value Object. Một Transfer Object là một đối tượng POJO[[1]](#footnote-2) gọn nhẹ, có khả năng serialize (nghĩa là cài đặt giao diện **java.io.Serializable**), nhóm các field dữ liệu thành một cấu trúc logic đơn, và vì vậy chỉ phục vụ cho một lời gọi duy nhất.

- Thay vì phải gọi nhiều getter/setter, ta gom các field dữ liệu vào đối tượng Transfer Object, rồi chỉ gọi getter/setter cho đối tượng này. Lớp mô tả Transfer Object:

**package myejb.entity.bmp;**

**public class AccountTO implements java.io.Serializable {**

**private int id;**

**private String firstName;**

**private String lastName;**

**private String address;**

**private String accountType;**

**private double annualIncome;**

**private AccountPK primaryKey;**

**public AccountTO() {**

**primaryKey = new AccountPK();**

**}**

**public AccountTO( int id, String firstName, String lastName, String address,**

**String accountType, double annualIncome ) {**

**primaryKey = new AccountPK( id );**

**setId( id );**
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**setFirstName( firstName );**

**setLastName( lastName );**

**setAddress( address );**

**setAccountType( accountType );**

**setAnnualIncome( annualIncome );**

**}**

**public AccountPK getPrimaryKey()**

**{ return primaryKey; }**

**public void setPrimaryKey( AccountPK primaryKey ) {**

**this.primaryKey = primaryKey;**

**setId( primaryKey.getId() );**

**}**

**public int getId()**

**{ return this.id; }**

**public void setId( int id ) {**

**this.id = id;**

**primaryKey.setId( id );**

**}**

**public String getFirstName()**

**{ return this.firstName; }**

**public void setFirstName( String firstName )**

**{ this.firstName = firstName; }**

**public String getLastName()**

**{ return this.lastName; }**

**public void setLastName( String lastName )**

**{ this.lastName = lastName; }**

**public String getAddress()**

**{ return this.address; }**

**public void setAddress( String address )**

**{ this.address = address; }**

**public String getAccountType()**

**{ return this.accountType; }**

**public void setAccountType( String accountType )**

**{ this.accountType = accountType; }**

**public double getAnnualIncome()**

**{ return this.annualIncome; }**

**public void setAnnualIncome( double annualIncome )**

**{ this.annualIncome = annualIncome; }**

**}**

- Business method của BMP khi dùng Transfer Object:

**//** Business methods (Getter / Setter)

**public AccountTO getAccountTO() {**

**return new AccountTO( id, firstName, lastName, address, accountType, annualIncome );**

**}**

**public void setAccountTO( AccountTO updateObj ) {**

**this.id = updateObj.getId();**

**this.firstName = updateObj.getFirstName();**

**this.lastName = updateObj.getLastName();**

**this.address = updateObj.getAddress();**

**this.accountType = updateObj.getAccountType();**

**this.annualIncome = updateObj.getAnnualIncome();**

**}**

b) Phương thức hỗ trợ (helper method)
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**Refactoring 1**

- Ngoài business logic, trong BMP còn có data access logic, chính là các thao tác truy xuất cơ sở dữ liệu (CRUD[[2]](#footnote-3)) được cài đặt trong các phương thức callback, các finder, các phương thức ejbHome. Để dễ cài đặt, nên tách biệt phần data access logic này thành các phương thức hỗ trợ (, còn gọi là utility method). Các phương thức helper chỉ dùng bên trong lớp nên phạm vi truy xuất thường là **private**, khi Container gọi các phương thức callback, các phương thức callback sẽ gọi các phương thức helper này.

- Các phương thức hỗ trợ bao gồm:

* Tạo kết nối cơ sở dữ liệu: kết nối cơ sở dữ liệu thường được thực hiện thông qua một driver JDBC Type1 (cầu nối JDBC-ODBC) hoặc Type4 (Driver Java). Nguồn dữ liệu (đối tượng **DataSource**) được lookup nhờ JNDI rồi sử dụng để trả về đối tượng kết nối. Đây là đặc điểm kết nối cơ sở dữ liệu của gói JDBC 2.0 Optional.

**private Connection getConnection() throws SQLException {**

**DataSource ds = null;**

**try {**

**Context ctx = new InitialContext();**

**ds = ( DataSource )ctx.lookup( "java:/Bank" );**

**} catch ( Exception e ) {**

**System.out.println( "Couldn't get database" );**

**e.printStackTrace();**

**}**

**return ds.getConnection();**

**}**

Cũng có thể kết nối trực tiếp với nguồn dữ liệu đăng ký trong DSN. Cách này không thể hiện điểm mạnh của hệ thống phân tán và thực tế không dùng đến. Với các này không cần đăng ký **<resource-ref>** trong các DD như **ejb-jar.xml**.

**private Connection getConnection() throws Exception {**

**Class.forName( "sun.jdbc.odbc.JdbcOdbcDriver" );**

**return DriverManager.getConnection( "jdbc:odbc:Bank", "sa", "" );**

**}**

* Các phương thức dùng để chèn hoặc xóa một hàng dữ liệu của bảng, sẽ được dùng cho các phương thức **ejbCreate()** (chèn, truy vấn SQL **INSERT**) và **ejbRemove()** (xóa, truy vấn SQL **DELETE**) của bean.

**private void insertRow( int id, String firstName, String lastName, String address,**

**String accountType, double annualIncome ) throws SQLException {**

**Connection conn = this.getConnection();**

**PreparedStatement pstmt = conn.prepareStatement(**

**"INSERT INTO accounts VALUES ( ?, ?, ?, ?, ?, ? )" );**

**pstmt.setInt( 1, id );**

**pstmt.setString( 2, firstName );**

**pstmt.setString( 3, lastName );**

**pstmt.setString( 4, address );**

**pstmt.setString( 5, accountType );**

**pstmt.setDouble( 6, annualIncome );**

**pstmt.executeUpdate();**

**conn.close();**

**}**

**private void removeRow( AccountPK pk ) throws SQLException, RemoveException {**

**Connection conn = this.getConnection();**

**PreparedStatement pstmt = conn.prepareStatement( "DELETE FROM Accounts WHERE id = ?" );**

**pstmt.setInt( 1, pk.getId() );**

**boolean result = ( pstmt.executeUpdate() == 0 );**

**conn.close();**

**if ( result ) throw new RemoveException( "Account " + pk.getId() +**

**" failed to be removed from the database" );**

**}**

* Các phương thức dùng để nạp hoặc lưu một hàng dữ liệu của bảng, sẽ được dùng cho các phương thức **ejbLoad()** (truy vấn SQL **SELECT \***) và **ejbStore()** (truy vấn SQL **UPDATE**) của bean.

**private void loadRow( AccountPK pk ) throws SQLException {**

**Connection conn = this.getConnection();**

**PreparedStatement pstmt = conn.prepareStatement(**

**"SELECT \* FROM accounts WHERE id = ?" );**

**pstmt.setInt( 1, pk.getId() );**

**ResultSet rs = pstmt.executeQuery();**

**rs.next();**

**this.firstName = rs.getString( 2 );**

**this.lastName = rs.getString( 3 );**

**this.address = rs.getString( 4 );**

**this.accountType = rs.getString( 5 );**

**this.annualIncome = rs.getDouble( 6 );**

**rs.close();**

**conn.close();**

**}**

**private void storeRow( int id, String firstName, String lastName, String address,**

**String accountType, double annualIncome ) throws SQLException {**

**Connection conn = this.getConnection();**

**PreparedStatement pstmt = conn.prepareStatement(**

**"UPDATE accounts SET firstName = ?, lastName = ?, address = ?,"**

**+ " accountType = ?, annualIncome = ? WHERE id = ?" );**

**pstmt.setString( 1, firstName );**

**pstmt.setString( 2, lastName );**

**pstmt.setString( 3, address );**

**pstmt.setString( 4, accountType );**

**pstmt.setDouble( 5, annualIncome );**

**pstmt.setInt( 6, id );**

**pstmt.executeUpdate();**

**conn.close();**

**}**

* Các phương thức dùng để tìm kiếm một hoặc nhiều hàng dữ liệu của bảng, sẽ được dùng cho các phương thức Finder (truy vấn SQL **SELECT WHERE**) của bean.

**private boolean findByPK( AccountPK pk ) throws SQLException {**

**boolean result = false;**

**Connection conn = this.getConnection();**

**PreparedStatement pstmt = conn.prepareStatement(**

**"SELECT id FROM accounts WHERE id = ?" );**

**pstmt.setInt( 1, pk.getId() );**

**ResultSet rs = pstmt.executeQuery();**

**result = rs.next();**

**rs.close();**

**conn.close();**

**return result;**

**}**

**private Collection findByFName( String firstName ) throws SQLException {**

**Vector accounts = new Vector();**

**Connection conn = this.getConnection();**

**PreparedStatement pstmt = conn.prepareStatement(**

**"SELECT id FROM accounts WHERE firstName = ?" );**

**pstmt.setString( 1, firstName );**

**ResultSet rs = pstmt.executeQuery();**

**while ( rs.next() ) {**

**int id = rs.getInt( 1 );**

**accounts.addElement( new AccountPK( id ) );**

**}**

**rs.close();**

**conn.close();**

**return accounts;**

**}**

* Các phương thức dùng để truy xuất các thuộc tính riêng biệt của một hoặc nhiều hàng dữ liệu của bảng, sẽ được dùng cho các phương thức **ejbHome<…>()** của bean.

**private int selectTopID() throws SQLException {**

**int n = 99; //** The first ID is 100, for empty database

**Connection conn = this.getConnection();**

**Statement stmt = conn.createStatement();**

**ResultSet rs = stmt.executeQuery( "SELECT TOP 1 id FROM accounts ORDER BY id DESC" );**

**if ( rs.next() ) n = rs.getInt( 1 );**

**rs.close();**

**conn.close();**

**return n;**

**}**

c) Các phương thức callback

- Mỗi phương thức calback gọi phương thức helper tương ứng để thực hiện các thao tác truy xuất cơ sở dữ liệu:

* Phương thức **ejbCreate()** dùng tạo một hàng dữ liệu mới nên có các đối số và có thể nạp chồng để tạo ra các truy vấn **INSERT** cần thiết. Ngoài truy vấn **INSERT**, **ejbCreate()** còn khởi tạo cho các field dữ liệu của bean.
* Các phương thức **ejbRemove()** (tương ứng truy vấn **DELETE**), **ejbLoad()** (tương ứng truy vấn **SELECT \***) và **ejbStore()** (tương ứng truy vấn **UPDATE**) tác động lên chính hàng dữ liệu đó nên các tham số cho truy vấn SQL lấy ngay từ các field dữ liệu của bean.

**public AccountPK ejbCreate( int id, String firstName, String lastName, String address,**

**String accountType, double annualIncome ) throws CreateException {**

**System.out.println( "ejbCreate() called" );**

**try {**

**insertRow( id, firstName, lastName, address, accountType, annualIncome );**

**} catch ( Exception e ) {**

**throw new CreateException( "Failed to create Account " + e.getMessage() );**

**}**

**this.id = id;**

**this.firstName = firstName;**

**this.lastName = lastName;**

**this.address = address;**

**this.accountType = accountType;**

**this.annualIncome = annualIncome;**

**return new AccountPK( id );**

**}**

**public void ejbPostCreate( int id, String firstName, String lastName, String address,**

**String accountType, double annualIncome ) { }**

**public void ejbRemove() throws RemoveException {**

**System.out.println( "ejbRemove() called" );**

**AccountPK pk = ( AccountPK )ctx.getPrimaryKey();**

**try {**

**removeRow( pk );**

**} catch ( Exception e ) {**

**throw new RemoveException( "Failed to remove Account " + e.getMessage() );**

**}**

**}**

**public void setEntityContext( EntityContext ctx ) { this.ctx = ctx; }**

**public void unsetEntityContext() { this.ctx = null; }**

**public void ejbActivate() {**

**System.out.println( "ejbActivate() called" );**

**}**

**public void ejbPassivate() {**

**System.out.println( "ejbPassivate() called" );**

**}**

**public void ejbLoad() {**

**System.out.println( "ejbLoad() called" );**

**AccountPK pk = ( AccountPK )ctx.getPrimaryKey();**

**try {**

**loadRow( pk );**

**} catch ( Exception e ) {**

**throw new EJBException( "ejbLoad: Unable to load from database", e );**

**}**

**}**

**public void ejbStore() {**

**System.out.println( "ejbStore() called" );**

**try {**

**storeRow( id, firstName, lastName, address, accountType, annualIncome );**

**} catch ( Exception e ) {**

**throw new EJBException( "ejbStore: Unable to store into database", e );**

**}**

**}**

- Trong BMP, khi container chuyển bean từ trạng thái Pooled sang trạng thái Ready sẽ không tự động thiết lập khóa chính. Vì vậy, các phương thức **ejbCreate()**cần phải thiết lập khóa chính, đó là lý do cần lưu trữ đối tượng **EntityContext**. Việc lấy lại khóa chính thông qua phương thức **getPrimaryKey()** của đối tượng **EntityContext** có thể thực hiện trong các phương thức **ejbActivate()** hoặc **ejbLoad()** (gọi ngay sau **ejbActivate()**) trong quá trình Activation một bean.

d) Các phương thức Finder

- Các phương thức **ejbFind<…>( <…> )** trả về một đối tượng khóa chính hoặc một Collection các khóa chính, cũng gọi các phương thức helper tương ứng để tiến hành tìm kiếm. Phương thức **ejbFindByPrimaryKey()** xác định khóa chính cần tìm có tồn tại trong cơ sở dữ liệu không, nếu có thì trả về khóa chính cần tìm đó. Phương thức **ejbFind<…>()** khác trả về tập khóa chính của các hàng có thuộc tính cần tìm.

**public AccountPK ejbFindByPrimaryKey( AccountPK key ) throws FinderException {**

**System.out.println( "ejbFindByPrimaryKey() called" );**

**try {**

**boolean result = findByPK( key );**

**if ( !result )**

**throw new ObjectNotFoundException( "Account id " + key.getId() + " not found" );**

**return key;**

**} catch ( Exception e ) {**

**throw new FinderException( "FinderException: " + key.getId() + e.getMessage() );**

**}**

**}**

**public Collection ejbFindByFirstName( String firstName ) throws FinderException {**

**System.out.println( "ejbFindByFirstName() called" );**

**try {**

**Collection c = findByFName( firstName );**

**if ( c.isEmpty() ) throw new ObjectNotFoundException(**

**"Rows for firstname " + firstName + " not found" );**

**return c;**

**} catch ( Exception e ) {**

**throw new FinderException( "FinderException: " + firstName + e.getMessage() );**

**}**

**}**

- Phương thức **ejbFindByPrimaryKey()** đôi khi cài đặt đơn giản hơn, chỉ trả về khóa chính được cấp mà không thực hiện bất cứ truy xuất cơ sở dữ liệu nào:

**public AccountPK ejbFindByPrimaryKey( AccountPK key ) {**

**System.out.println( "ejbFindByPrimaryKey() called" );**

**return key;**

**}**

Cài đặt như trên có lỗi tiềm ẩn do nếu không có lời gọi dữ liệu, cơ sở dữ liệu sẽ không khóa, cho phép các transaction khác thay đổi dữ liệu bên dưới entity bean. Điều này nói chung chấp nhận được nếu finder chỉ đơn giản xác minh sự tồn tại của entity mà không truy xuất một dữ liệu nào khác ngoại trừ khóa chính.

e) Các phương thức ejbHome

- Các phương thức **ejbHome<…>( <…> )** phục vụ cho những tác vụ tổng quát, như đếm số hàng, tính toán trên một tập thuộc tính, xác định một thuộc tính theo yêu cầu, …

**public int ejbHomeGetTopID() throws FinderException {**

**System.out.println( "ejbHomeGetTopID() called" );**

**try {**

**return selectTopID();**

**} catch ( Exception e ) {**

**throw new FinderException( "FinderException: " + e.getMessage() );**

**}**

**}**

3. Các giao diện

- EJB 2.x hỗ trợ cả giao diện truy xuất từ xa và truy xuất cục bộ. Ví dụ minh họa chỉ hiện thực giao diện truy xuất từ xa. Thực tế không nên truy xuất thẳng vào Entity bean mà nên thông qua một bean Session (gọi là bean wrapper) theo design pattern Session façade. Chương sau sẽ thảo luận về vấn đề này.

a) Remote interface

**package myejb.entity.bmp;**

**import javax.ejb.\*;**

**import java.rmi.\*;**

**public interface Account extends EJBObject {**

**public AccountTO getAccountTO() throws RemoteException;**

**public void setAccountTO( AccountTO updateObj ) throws RemoteException;**

**}**

b) Remote Home interface

- Phương thức **create()** và **findByPrimaryKey()** trả về một đối tượng kiểu EJB Object. Các phương thức finder có thể trả về một tập hợp, ví dụ **findByFirstName()** trả về một **Collection** các đối tượng kiểu EJB Object. Phương thức Home có trị trả về tùy mục đích truy xuất.

**package myejb.entity.bmp;**

**import javax.ejb.\*;**

**import java.rmi.\*;**

**import java.util.\*;**

**public interface AccountHome extends EJBHome {**

**public Account create( int id, String firstName, String lastName, String address,**

**String account, double annualIncome ) throws RemoteException, CreateException;**

**public Account findByPrimaryKey( AccountPK key )**

**throws RemoteException, FinderException;**

**public Collection findByFirstName( String name )**

**throws RemoteException, FinderException;**

**public int getTopID() throws RemoteException;**

**}**

4. Deployment Descriptor

- DD **ejb-jar.xml** là tập tin mô tả cho gói **.JAR**:

**<?xml version="1.0"?>**

**<ejb-jar version="2.1" xmlns="http://java.sun.com/xml/ns/j2ee"**

**xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"**

**xsi:schemaLocation="http://java.sun.com/xml/ns/j2ee**

**http://java.sun.com/xml/ns/j2ee/ejb-jar\_2\_1.xsd">**

**<enterprise-beans>**

**<entity>**

**<ejb-name>Account</ejb-name>**

**<home>myejb.entity.bmp.AccountHome</home>**

**<remote>myejb.entity.bmp.Account</remote>**

**<persistence-type>** cho biết đây là một **BMP**

**<ejb-class>myejb.entity.bmp.AccountBean</ejb-class>**

**<persistence-type>Bean</persistence-type>**

**<prim-key-class>myejb.entity.bmp.AccountPK</prim-key-class>**

**<reentrant>False</reentrant>**

**<resource-ref>**

**<res-ref-name>Bank</res-ref-name>**

**<res-type>javax.sql.DataSource</res-type>**

**ENC**

**<res-auth>Container</res-auth>**

**</resource-ref>**

**</entity>**

**</enterprise-beans>**

**<assembly-descriptor>**

**<container-transaction>**

**<method>**

**<ejb-name>Account</ejb-name>**

**<method-intf>Local</method-intf>**

**<method-name>\*</method-name>**

**</method>**

**<method>**

**<ejb-name>Account</ejb-name>**

**<method-intf>Remote</method-intf>**

**<method-name>\*</method-name>**

**</method>**

**<trans-attribute>Required</trans-attribute>**

**</container-transaction>**

**</assembly-descriptor>**

**</ejb-jar>**

- DD **jboss.xml** là tập tin mô tả của nhà cung cấp (vendor-specific deployment descriptor)

**<?xml version="1.0"?>**

**<!DOCTYPE jboss PUBLIC "-//JBoss//DTD JBOSS 4.0//EN"**

**"http://www.jboss.org/j2ee/dtd/jboss\_4\_0.dtd">**

**<jboss>**

**<enterprise-beans>**

**<entity>**

**<ejb-name>Account</ejb-name>**

**<jndi-name>AccountJNDI</jndi-name>**

**<resource-ref>**

**<res-ref-name>Bank</res-ref-name>**

**<jndi-name>java:/Bank</jndi-name>**

**</resource-ref>**

**</entity>**

**</enterprise-beans>**

**</jboss>**

**B. Tạo client truy xuất BMP**

- Phần client minh họa truy xuất BMP từ xa có hai tab:

* Tab **Registration** tạo một account mới, gọi phương thức **create()** của Remote Home interface. Registration ID của account sẽ đăng ký được tính trước nhờ phương thức Home **getTopID()**.
* Tab **Search** tìm account, gọi các phương thức finder của Remote Home interface: phương thức **findByPrimaryKey()** và phương thức **findByFirstName()**. Dữ liệu kết quả chứa trong Transfer Object được chuyển đến client. Trong bảng kết quả hiển thị, chọn một hàng rồi click phải vào hàng chọn, cho phép xóa hàng dữ liệu đó bằng phương thức **remove( primarykey )** của Remote Home interface (ta không override phương thức này).

- Xem code truy xuất EJB tại các phương thức xử lý sự kiện của Client.

**package clients;**

**import java.util.\*;**

**import javax.swing.\*;**

**import javax.swing.table.\*;**

**import javax.naming.\*;**

**import myejb.entity.bmp.\*;**

**import javax.rmi.\*;**

**import java.awt.event.\*;**

**public class CustomerClient extends JFrame {**

**private JPanel jContentPane = null;**

**private JTabbedPane jTabbedPane = null;**

**private JPanel jPanel = null;**

**private JLabel jLabel = null;**

**private JTextField jTextField = null;**

**private JLabel jLabel1 = null;**

**private JTextField jTextField1 = null;**

**private JLabel jLabel2 = null;**

**private JTextField jTextField2 = null;**

**private JLabel jLabel3 = null;**

**private JTextField jTextField3 = null;**

**private JLabel jLabel4 = null;**

**private JComboBox jComboBox = null;**

**private JLabel jLabel5 = null;**

**private JTextField jTextField4 = null;**

**private JButton jButton = null;**

**private JPanel jPanel1 = null;**

**private JLabel jLabel6 = null;**

**private JTextField jTextField5 = null;**

**private JComboBox jComboBox1 = null;**

**private JButton jButton1 = null;**

**private JScrollPane jScrollPane = null;**

**private JTable jTable = null;**

**private JPopupMenu jPopupMenu = null;**

**private JMenuItem jMenuItem = null;**

**private String[] topics = { "by FirstName", "by Registration ID" };**

**private String[] accs = { "Current Account", "Savings Account", "Term Deposits" };**

**private DefaultTableModel list;**

**AccountHome home = null;**

**public static void main( String[] args ) {**

**new CustomerClient( "Aptech Bank - by BMP" );**

**}**

lookup từ xa EJB Account bằng JNDI

**public CustomerClient( String s ) {**

**super( s );**

**try {**

**Context ctx = new InitialContext();**

**Object ref = ctx.lookup( "AccountJNDI" );**

**home = ( AccountHome )PortableRemoteObject.narrow( ref, AccountHome.class );**

**} catch ( Exception e ) {**

**JOptionPane.showMessageDialog( jPanel, e.getMessage(),**

**"Error Message", JOptionPane.ERROR\_MESSAGE );**

**}**

**initialize();**

**setVisible( true );**

**}**

**private void initialize() {**

**this.setSize( 300, 256 );**

**this.setContentPane( getJContentPane() );**

**this.setResizable( false );**

**}**

**private JPanel getJContentPane() {**

**if ( jContentPane == null ) {**

**jContentPane = new JPanel();**

**jContentPane.setLayout( null );**

**jContentPane.add( getJTabbedPane(), null );**

**}**

**return jContentPane;**

**}**

**private JTabbedPane getJTabbedPane() {**

**if ( jTabbedPane == null ) {**

**jTabbedPane = new JTabbedPane();**

**jTabbedPane.addTab( "Registration",**

**new ImageIcon( getClass().getResource("/resource/images/search.gif") ),**

**getJPanel(), null );**

**jTabbedPane.addTab( "Search",**

**new ImageIcon( getClass().getResource("/resource/images/registry.gif") ),**

**getJPanel1(), null );**

**jTabbedPane.setBounds( 3, 0, 289, 221 );**

**jTabbedPane.addChangeListener( new javax.swing.event.ChangeListener() {**

**public void stateChanged( javax.swing.event.ChangeEvent e ) {**

**if ( jTabbedPane.getSelectedComponent() == jPanel )**

**initTabRegistration();**

**}**

**} );**

**}**

**return jTabbedPane;**

**}**

**private JPanel getJPanel() {**

**if ( jPanel == null ) {**

**jPanel = new JPanel();**

**jPanel.setLayout( null );**

**jPanel.add( getJLabel(), null );**

**jPanel.add( getJTextField(), null );**

**jPanel.add( getJLabel1(), null );**

**jPanel.add( getJTextField1(), null );**

**jPanel.add( getJLabel2(), null );**

**jPanel.add( getJTextField2(), null );**

**jPanel.add( getJLabel3(), null );**

**jPanel.add( getJTextField3(), null );**

**jPanel.add( getJLabel4(), null );**

**jPanel.add( getJComboBox(), null );**

**jPanel.add( getJLabel5(), null );**

**jPanel.add( getJTextField4(), null );**

**jPanel.add( getJButton(), null );**

**}**

**return jPanel;**

**}**

gọi phương thức Home qua home interface

gọi phương thức Home qua home interface

**private void initTabRegistration() {**

**try {**

**jTextField.setText( String.valueOf( home.getTopID() + 1 ) );**

**} catch ( Exception e ) { }**

**jTextField1.setText( "" );**

**jTextField2.setText( "" );**

**jTextField3.setText( "" );**

**jComboBox.setSelectedIndex( 0 );**

**jTextField4.setText( "" );**

**}**

**private JLabel getJLabel() {**

**if( jLabel == null ) {**

**jLabel = new JLabel();**

**jLabel.setSize( 106, 22 );**

**jLabel.setText( "Registration ID" );**

**jLabel.setLocation( 6, 5 );**

**}**

**return jLabel;**

**}**

**private JTextField getJTextField() { //** Registration ID, auto load

**if ( jTextField == null ) {**

**jTextField = new JTextField();**

**jTextField.setSize( 168, 22 );**

**jTextField.setLocation( 115, 5 );**

**try {**

**jTextField.setText( String.valueOf( home.getTopID() + 1 ) );**

**} catch ( Exception e ) { }**

**jTextField.setEnabled( false );**

**}**

**return jTextField;**

**}**

**private JLabel getJLabel1() {**

**if ( jLabel1 == null ) {**

**jLabel1 = new JLabel();**

**jLabel1.setSize( 106, 22 );**

**jLabel1.setText( "FirstName" );**

**jLabel1.setLocation( 6, 28 );**

**}**

**return jLabel1;**

**}**

**private JTextField getJTextField1() { //** First Name

**if ( jTextField1 == null ) {**

**jTextField1 = new JTextField();**

**jTextField1.setSize( 168, 22 );**

**jTextField1.setLocation( 115, 28 );**

**}**

**return jTextField1;**

**}**

**private JLabel getJLabel2() {**

**if ( jLabel2 == null ) {**

**jLabel2 = new JLabel();**

**jLabel2.setSize( 106, 22 );**

**jLabel2.setText( "LastName" );**

**jLabel2.setLocation( 6, 51 );**

**}**

**return jLabel2;**

**}**

**private JTextField getJTextField2() { //** Last Name

**if ( jTextField2 == null ) {**

**jTextField2 = new JTextField();**

**jTextField2.setSize( 168, 22 );**

**jTextField2.setLocation( 115, 51 );**

**}**

**return jTextField2;**

**}**

**private JLabel getJLabel3() {**

**if ( jLabel3 == null ) {**

**jLabel3 = new JLabel();**

**jLabel3.setSize( 106, 22 );**

**jLabel3.setText( "Address" );**

**jLabel3.setLocation( 6, 74 );**

**}**

**return jLabel3;**

**}**

**private JTextField getJTextField3() { //** Address

**if ( jTextField3 == null ) {**

**jTextField3 = new JTextField();**

**jTextField3.setSize( 168, 22 );**

**jTextField3.setLocation( 115, 74 );**

**}**

**return jTextField3;**

**}**

**private JLabel getJLabel4() {**

**if ( jLabel4 == null ) {**

**jLabel4 = new JLabel();**

**jLabel4.setSize( 106, 22 );**

**jLabel4.setText( "Account Type" );**

**jLabel4.setLocation( 6, 97 );**

**}**

**return jLabel4;**

**}**

**private JComboBox getJComboBox() {**

**if ( jComboBox == null ) {**

**jComboBox = new JComboBox( accs );**

**jComboBox.setSize( 168, 22 );**

**jComboBox.setLocation( 115, 97 );**
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**return jComboBox;**

**}**

**private JLabel getJLabel5() {**

**if ( jLabel5 == null ) {**

**jLabel5 = new JLabel();**

**jLabel5.setSize( 106, 22 );**

**jLabel5.setText( "Annual Income" );**

**jLabel5.setLocation( 6, 120 );**

**}**

**return jLabel5;**

**}**

**private JTextField getJTextField4() {**

**if ( jTextField4 == null ) {**

**jTextField4 = new JTextField();**

**jTextField4.setSize( 168, 22 );**

**jTextField4.setLocation( 115, 120 );**

**}**

**return jTextField4;**

**}**

**private JButton getJButton() {**

**if ( jButton == null ) {**

**jButton = new JButton();**

**jButton.setBounds( 100, 146, 88, 25 );**

**jButton.setText( "Create" );**

**jButton.setMnemonic( KeyEvent.VK\_C );**

**jButton.addActionListener( new ActionListener() {**

**public void actionPerformed( ActionEvent e ) {**

**Validate.resetValidate();**

**if ( !Validate.isNotBlank( "FirstName", jTextField1.getText() )**

**|| !Validate.isNotBlank( "LastName", jTextField2.getText() )**

**|| !Validate.isNotBlank( "Address", jTextField3.getText() )**

**|| !Validate.isRealNum( "AnnualIncome", jTextField4.getText() ) )**

**{**

**JOptionPane.showMessageDialog( jPanel, Validate.errMessage,**

**"Error", JOptionPane.WARNING\_MESSAGE );**

**return;**

**}**

**int id = Integer.parseInt( jTextField.getText() );**

**String fName = jTextField1.getText().trim();**
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**String lName = jTextField2.getText().trim();**

**String add = jTextField3.getText().trim();**

**String accType = ( String )jComboBox.getSelectedItem();**

**double anIncome = Double.parseDouble( jTextField4.getText() );**

**try {**

**Account acc = home.create( id, fName, lName, add, accType, anIncome );**

**JOptionPane.showMessageDialog( jPanel, "Account created!",**

**"Message", JOptionPane.INFORMATION\_MESSAGE );**

**initTabRegistration();**

**} catch ( Exception ex ) {**

**JOptionPane.showMessageDialog( jPanel, "The account exists!",**

**"Error Message", JOptionPane.ERROR\_MESSAGE );**

**}**

**}**

**} );**

**}**

**return jButton;**

**}**
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**if ( jPanel1 == null ) {**

**jPanel1 = new JPanel();**

**jPanel1.setLayout( null );**

**jPanel1.add( getJLabel6(), null );**

**jPanel1.add( getJTextField5(), null );**

**jPanel1.add( getJComboBox1(), null );**

**jPanel1.add( getJButton1(), null );**

**jPanel1.add( getJScrollPane(), null );**

**jPanel1.add( getJPopupMenu(), null );**

**}**

**return jPanel1;**

**}**

**private JLabel getJLabel6() {**

**if ( jLabel6 == null ) {**

**jLabel6 = new JLabel();**

**jLabel6.setSize( 72, 22 );**

**jLabel6.setText( "Keyword" );**

**jLabel6.setLocation( 209, 5 );**

**}**

**return jLabel6;**

**}**

**private JTextField getJTextField5() { //** Keyword for search

**if ( jTextField5 == null ) {**

**jTextField5 = new JTextField();**

![](data:image/png;base64,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) **jTextField5.setBounds( 6, 5, 201, 22 );**

**}**

**return jTextField5;**

**}**

**private JComboBox getJComboBox1() {**

**if ( jComboBox1 == null ) {**

**jComboBox1 = new JComboBox( topics );**

**jComboBox1.setSize( 201, 22 );**

**jComboBox1.setLocation( 6, 28 );**

**}**

**return jComboBox1;**

**}**

**private JButton getJButton1() {**

**if ( jButton1 == null ) {**

**jButton1 = new JButton();**

**jButton1.setSize( 72, 22 );**

**jButton1.setLocation( 209, 28 );**

**jButton1.setText( "Go" );**

**jButton1.setMnemonic( KeyEvent.VK\_G );**

**jButton1.addActionListener( new ActionListener() {**

**public void actionPerformed( ActionEvent e ) {**

**Validate.resetValidate();**

**if ( !Validate.isNotBlank( "Keyword", jTextField5.getText() ) ) {**

**JOptionPane.showMessageDialog( jPanel1, Validate.errMessage,**

**"Error", JOptionPane.WARNING\_MESSAGE );**

**return;**

**}**

**String[] tmp = new String[3];**

**while ( list.getRowCount() > 0 ) list.removeRow( 0 );**

**try {**

**if ( ( ( String )jComboBox1.getSelectedItem() ).equals( topics[0] ) ) {**

**Collection c = null;**

**c = home.findByFirstName( jTextField5.getText().trim() );**

gọi **findByFirstName** của home interface ⇒ trả về Collection các Account

**if ( c != null ) {**

**Enumeration enumr = Collections.enumeration( c );**

**while ( enumr.hasMoreElements() ) {**

**Account acc = ( Account )enumr.nextElement();**

**AccountTO ato = acc.getAccountTO();**

**ato.setPrimaryKey( (AccountPK)acc.getPrimaryKey() );**

**tmp[0] = String.valueOf( ato.getId() );**

**tmp[1] = ato.getFirstName() + " " + ato.getLastName();**

**tmp[2] = String.valueOf( ato.getAnnualIncome() );**

**list.addRow( tmp );**

**}**

**}**

**}**

**if ( ( ( String )jComboBox1.getSelectedItem() ).equals( topics[1] ) ) {**

**AccountPK key = new AccountPK( Integer.parseInt( jTextField5.getText() ) );**

**Account acc = null;**

**acc = home.findByPrimaryKey( key );**

**if ( acc != null ) {**

**AccountTO ato = acc.getAccountTO();**

**tmp[0] = key.toString();**

gọi **findByPrimaryKey** của home interface ⇒ trả về một Account

**tmp[1] = ato.getFirstName() + " " + ato.getLastName();**

**tmp[2] = String.valueOf( ato.getAnnualIncome() );**

**list.addRow( tmp );**

**}**

**}**

**} catch ( Exception ex ) {**

**JOptionPane.showMessageDialog( jPanel1, "Account not found!", "Message",**

**JOptionPane.INFORMATION\_MESSAGE );**

**}**

**}**

**} );**

**}**

**return jButton1;**

**}**

**private JTable getJTable() {**

**if ( jTable == null ) {**

**list = new DefaultTableModel() {**

**public boolean isCellEditable( int rowIndex, int mColIndex ) {**

**return false;**

**}**

**};**

**list.addColumn( "ID" );**

**list.addColumn( "FullName" );**

**list.addColumn( "Income" );**

**jTable = new JTable( list );**

**jTable.setSelectionMode( ListSelectionModel.SINGLE\_SELECTION );**

**jTable.addMouseListener( new MouseAdapter() {**

**public void mouseReleased( MouseEvent e ) {**

**if ( e.isPopupTrigger() ) {**

**jTable.setRowSelectionInterval( jTable.rowAtPoint( e.getPoint() ),**

**jTable.rowAtPoint( e.getPoint() ) );**

**jPopupMenu.show( e.getComponent(), e.getX(), e.getY() );**

**}**

**}**

**public void mousePressed( MouseEvent e ) {**

**if ( e.isPopupTrigger() ) {**

**jTable.setRowSelectionInterval( jTable.rowAtPoint( e.getPoint() ),**

**jTable.rowAtPoint( e.getPoint() ) );**

**jPopupMenu.show( e.getComponent(), e.getX(), e.getY() );**

**}**

**}**

**});**

**}**

**return jTable;**

**}**

**private JScrollPane getJScrollPane() {**

**if ( jScrollPane == null ) {**

![](data:image/png;base64,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) **jScrollPane = new JScrollPane();**

**jScrollPane.setBounds( 6, 51, 276, 120 );**

**jScrollPane.setViewportView( getJTable() );**

**}**

**return jScrollPane;**

**}**

**private JPopupMenu getJPopupMenu() {**

**if ( jPopupMenu == null ) {**

**jPopupMenu = new JPopupMenu();**

**jPopupMenu.add( getJMenuItem() );**

**}**

**return jPopupMenu;**

**}**

**private JMenuItem getJMenuItem() {**

**if ( jMenuItem == null ) {**

**jMenuItem = new JMenuItem();**

**jMenuItem.setText( "Delete" );**

**jMenuItem.setMnemonic( KeyEvent.VK\_D );**

**jMenuItem.addActionListener( new ActionListener() {**

**public void actionPerformed( ActionEvent e ) {**

**String strId = jTable.getValueAt( jTable.getSelectedRow(), 0 ).toString();**

**if ( JOptionPane.showConfirmDialog( jPanel1,**

**"Are you want delete Account have AccountId is " + strId, "Delete",**

**JOptionPane.YES\_NO\_OPTION) == JOptionPane.NO\_OPTION )**

**return;**

**try {**

gọi **remove()** của home interface để xóa một hàng dữ liệu

**home.remove( new AccountPK( Integer.parseInt( strId ) ) );**

**} catch ( Exception ex ) { }**

**list.removeRow( jTable.getSelectedRow() );**

**}**

**});**

**}**

**return jMenuItem;**

**}**

**}**

- Lớp client trên cần có thêm lớp **Validate** để kiểm tra các ô nhập. Lớp **Validate** gồm các phương thức kiểm tra sử dụng regular expression[[3]](#footnote-4).

**package clients;**

**public class Validate {**

**public static String errMessage = "";**

**public static int errCount = 0;**

**public static void resetValidate() {**

**errMessage = "";**

**errCount = 0;**

**}**

**public static boolean isNotBlank( String objName, String sChar )**

**{**

**if ( sChar.trim().equals( "" ) ) {**

**errMessage += "\n" + objName + " must not blank";**

**errCount++;**

**return false;**

**}**

**return true;**

**}**

**public static boolean isRealNum( String objName, String sNum )**

**{**

**String RealPattern = "^\\d+(\\.\\d+)?$"; // Positive Real**

**if ( !sNum.matches( RealPattern ) ) {**

**errMessage += "\n" + objName + " is invalid Real number";**

**errCount++;**

**return false;**

**}**

**return true;**

**}**

**}**

**III. Triển khai trên JBoss 4.x**

1. Cấu hình cho một DataSource

- Trong ví dụ minh họa ta dùng hệ quản trị cơ sở dữ liệu là Microsoft SQL Server. Cần chuẩn bị **sqlserver-ds.xml**, (có tên bắt buộc là **\*-ds.xml**) dùng mô tả resource adapter đến MSSQL Server cho JBoss. Có nhiều driver dùng để kết nối với hệ quản trị cơ sở dữ liệu này:

+ Driver Type 1: cầu nối JDBC-ODBC, kết nối với nguồn dữ liệu đăng ký trong DSN (ODBC Data Source Name).

**<?xml version="1.0"?>**

**<datasources>**

**<local-tx-datasource>**

**<jndi-name>Bank</jndi-name>**

**<connection-url>jdbc:odbc:Bank</connection-url>**

**<driver-class>sun.jdbc.odbc.JdbcOdbcDriver</driver-class>**

**<user-name>sa</user-name>**

**<password />**

**</local-tx-datasource>**

**</datasources>**

+ Driver Type 4: driver Type 4 có được từ nhiều nhà cung cấp, sao chép vào thư mục **%JBOSS%\server\default\lib** các gói (.JAR) driver được chọn *trước* khi chạy server:

**<?xml version="1.0" encoding="UTF-8"?>**

**<datasources>**

**<local-tx-datasource>**

**<jndi-name>Bank</jndi-name>**

**<connection-url>**

**jdbc:microsoft:sqlserver://venus:1433;databaseName=Bank**

**</connection-url>**

**<driver-class>com.microsoft.jdbc.sqlserver.SQLServerDriver</driver-class>**

**<user-name>sa</user-name>**

**<password></password>**

**</local-tx-datasource>**

**</datasources>**

2. Cấu trúc thư mục
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**resource.jar**

3. Tạo và triển khai nhanh bằng Ant

- Chuẩn bị **build.xml**:

**<?xml version="1.0"?>**

**<project name="JBoss" default="ejbjar" basedir=".">**

**<property environment="env" />**

**<property name="src.dir" value="${basedir}/src" />**

**<property name="src.resources" value="${basedir}/src/resources" />**

**<property name="jboss.home" value="${env.JBOSS\_HOME}" />**

**<property name="build.dir" value="${basedir}/build" />**

**<property name="build.classes.dir" value="${build.dir}/classes" />**

**<property name="app.name" value="account" />**

**<!-- Build classpath -->**

**<path id="classpath">**

**<fileset dir="${jboss.home}/client">**

**<include name="\*\*/\*.jar" />**

**</fileset>**

**<pathelement location="${basedir}/lib/resource.jar" />**

**<pathelement location="${build.classes.dir}" />**

**<pathelement location="${basedir}/jndi" />**

**</path>**

**<!--**

0. Prepares the build directory

**============**

**-->**

**<target name="prepare">**

**<delete dir="${build.dir}" />**

**<mkdir dir="${build.dir}" />**

**<mkdir dir="${build.classes.dir}" />**

**</target>**

**<!--**

1. Compiles, bundles, deploys

**============**

**-->**

**<target name="compile" depends="prepare">**

**<javac srcdir="${src.dir}"**

**destdir="${build.classes.dir}"**

**debug="on"**

**deprecation="on"**

**optimize="off"**

**includes="\*\*">**

**<classpath refid="classpath" />**

**</javac>**

**</target>**

**<target name="ejbjar" depends="compile">**

**<jar jarfile="build/${app.name}.jar">**

**<fileset dir="${build.classes.dir}">**

**<include name="myejb/\*\*/\*.class" />**

**</fileset>**

**<fileset dir="${src.resources}/beans/">**

**<include name="\*\*/\*.xml" />**

**</fileset>**

**</jar>**

**<copy file="build/${app.name}.jar" todir="${jboss.home}/server/default/deploy" />**

**<copy file="sqlserver-ds.xml" todir="${jboss.home}/server/default/deploy" />**

**</target>**

**<!--**

2. Runs the tests

**============**

**-->**

**<target name="run.client">**

**<jar destfile="${build.dir}/client.jar">**

**<manifest>**

**<attribute name="Main-Class" value="CustomerClient" />**

**</manifest>**

**<fileset dir="${build.classes.dir}/clients">**

**<include name="\*.class" />**

**</fileset>**

**<zipfileset src="${basedir}/lib/resource.jar" />**

**</jar>**

**<java classname="clients.CustomerClient" fork="yes" dir=".">**

**<classpath refid="classpath" />**

**</java>**

**</target>**

**<!--**

3. Cleans up

**============**

**-->**

**<target name="clean">**

**<delete dir="${build.dir}" />**

**<delete file="${jboss.home}/server/default/deploy/${app.name}.jar" />**

**<delete file="${jboss.home}/server/default/deploy/sqlserver-ds.xml" />**

**</target>**

**</project>**

- Khởi động JBoss server: **%JBOSS\_HOME%\bin\run.bat**

- Biên dịch, đóng gói và triển khai EJB: **ant**

Kết quả triển khai trong jmx-console quản lý JBoss:
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- Chạy client: **ant run.client**

**C. DAO (Data Access Object – đối tượng truy xuất dữ liệu)**
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Tách Data Access Logic đưa vào Data Access Object (DAO)
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Kết quả truy xuất từ DAO đóng gói trong Transfer Object

- Các thao tác truy xuất dữ liệu có thể được mã hóa bên trong các phương thức helper của BMP như đã mô tả. Để việc phát triển BMP chỉ tập trung vào business logic và không phụ thuộc vào cơ sở dữ liệu cần truy xuất, các thao tác truy xuất dữ liệu do các phương thức helper thực hiện được tách riêng ra và đóng gói vào trong *đối tượng truy xuất dữ liệu* DAO như một phần của bean. Điều này loại bỏ các thao tác truy xuất dữ liệu phức tạp khỏi bean. Dùng DAO cho phép nối kết đến nhiều mô hình dữ liệu khác nhau mà không cần thay đổi bean. Session bean và BMP đều có thể dùng DAO.

Dữ liệu lưu chuyển từ DAO đến bean có thể được đóng gói trong đối tượng Transfer Object.

- Khi một session bean hoặc một BMP truy xuất dữ liệu thông qua DAO, một phương thức tương ứng trong DAO sẽ cài đặt thực sự thao tác truy xuất (giống phương thức helper), bean chỉ cần gọi phương thức đó khi thực hiện các phương thức callback. Vì BMP thường dùng với những cơ sở dữ liệu có cách truy xuất phức tạp (có tập SQL query mở rộng, cách truy xuất đặc thù, … ), dùng DAO cho phép tách rời giữa business logic (trong bean) và thao tác truy xuất dữ liệu thực sự (trong DAO). Việc chọn DAO cho cơ sở dữ liệu tương ứng sẽ do người triển khai chọn lựa lúc triển khai, không cần thay đổi bean.
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1. Giao diện DAO

- Bean sẽ gọi các phương thức truy xuất dữ liệu đóng gói trong DAO, được bộc lộ bởi giao diện DAO.

**package dao;**

**import myejb.entity.bmp.\* ;**

**import java.util.Collection ;**

**public interface AccountDAO {**

**public void create( int regId, String firstName, String lastName, String address,**

**String accountType, double annualIncome ) throws AccountDAOException;**

**public void remove( AccountPK pk ) throws AccountDAOException;**

**public boolean findByPrimaryKey( AccountPK pk ) throws AccountDAOException;**

**public Collection findByFirstName( String firstName ) throws AccountDAOException;**

**public int selectTopID() throws AccountDAOException;**

**public AccountDetails load( AccountPK pk ) throws AccountDAOException;**

**public void store( int regId, String firstName, String lastName, String address,**

**String accountType, double annualIncome ) throws AccountDAOException;**

**}**

2. Các lớp hỗ trợ DAO (tùy chọn)

- Các lớp này có thể là các lớp helper, Exception riêng của DAO.

**package dao;**

**public class AccountDAOException extends RuntimeException {**

**public AccountDAOException( String str ) {**

**super( str );**

**}**

**public AccountDAOException () {**

**super();**

**}**

**}**

3. Transfer Object cho DAO

- Mục đích dùng để chuyển tải dữ liệu của một hàng, đóng gói trong đối tượng Transfer Object.

**package dao;**

**public class AccountDetails {**

**private int id;**

**private String firstName;**

**private String lastName;**

**private String address;**

**private String accountType;**

**private double annualIncome;**

**AccountDetails( int id, String firstName, String lastName, String address,**

**String account, double annualIncome ) {**

**this.id = id;**

**this.firstName = firstName;**

**this.lastName = lastName;**

**this.address = address;**

**this.accountType = accountType;**

**this.annualIncome = annualIncome;**

**}**

**public String getFirstName() { return firstName; }**

**public String getLastName() { return lastName; }**

**public String getAddress() { return address; }**

**public String getAccountType() { return accountType; }**

**public double getAnnualIncome() { return annualIncome; }**

**}**

4. Lớp thực thi DAO

- Các phương thức truy xuất dữ liệu phức tạp (helper của bean) được tách khỏi bean và đóng gói trong DAO. So sánh với các phương thức helper tương ứng của bean để nhận thấy điều này.

**package dao;**

**import java.util.\*;**

**import myejb.entity.bmp.\*;**

**import java.sql.\*;**

**import javax.sql.\*;**

**import javax.naming.\*;**

**public class AccountDAOImpl implements AccountDAO {**

**private Connection con;**

**public void AccountDAOImpl() { }**

**public void create( int id, String firstName, String lastName, String address,**

**String accountType, double annualIncome ) throws AccountDAOException {**

**PreparedStatement pstmt = null;**

**try {**

**getConnection();**

**pstmt = con.prepareStatement( "INSERT INTO accounts VALUES ( ?, ?, ?, ?, ?, ? )" );**

**pstmt.setInt( 1, id );**

**pstmt.setString( 2, firstName );**

**pstmt.setString( 3, lastName );**

**pstmt.setString( 4, address );**

**pstmt.setString( 5, accountType );**

**pstmt.setDouble( 6, annualIncome );**

**pstmt.executeUpdate();**

**} catch ( SQLException e ) {**

**throw new AccountDAOException( "SQLException:" + e.getMessage() );**

**} finally {**

**closeStatement( pstmt );**

**closeDBConnection();**

**}**

**}**

**public void remove( AccountPK pk ) throws AccountDAOException {**

**int id = pk.getId();**

**PreparedStatement pstmt = null;**

**try {**

**getConnection();**

**pstmt = con.prepareStatement( "DELETE FROM Accounts WHERE id = ?" );**

**pstmt.setInt( 1, id );**

**pstmt.executeUpdate();**

**closeStatement( pstmt );**

**} catch ( SQLException e ) {**

**throw new AccountDAOException( "SQLException:" + e.getMessage() );**

**} finally {**

**closeStatement( pstmt );**

**closeDBConnection();**

**}**

**}**

**public boolean findByPrimaryKey( AccountPK pk ) throws AccountDAOException {**

**boolean result = false;**

**PreparedStatement pstmt = null;**

**try {**

**getConnection();**

**pstmt = con.prepareStatement( "SELECT \* FROM accounts WHERE id = ?" );**

**pstmt.setInt( 1, pk. getId() );**

**ResultSet rs = pstmt.executeQuery();**

**result = rs.next();**

**rs.close();**

**} catch ( SQLException e ) {**

**throw new AccountDAOException( "SQLException: "+ e.getMessage() );**

**} finally {**

**closeStatement( pstmt );**

**closeDBConnection();**

**}**

**return result;**

**}**

**public Collection findByFirstName( String firstName ) throws AccountDAOException {**

**Vector accounts = new Vector();**

**PreparedStatement pstmt = null;**

**try {**

**getConnection();**

**pstmt = con.prepareStatement( "SELECT \* FROM accounts WHERE firstName = ?" );**

**pstmt.setString( 1, firstName );**

**ResultSet rs = pstmt.executeQuery();**

**while ( rs.next() ) {**

**int id = rs.getInt( 1 );**

**accounts.addElement( new AccountPK( id ) );**

**}**

**rs.close();**

**} catch ( SQLException e ) {**

**throw new AccountDAOException( "SQLException: "+ e.getMessage() );**

**} finally {**

**closeStatement( pstmt );**

**closeDBConnection();**

**}**

**return accounts;**

**}**

**public int selectTopID() throws AccountDAOException {**

**int n = 99;**

**Statement stmt = null;**

**try {**

**getConnection();**

**stmt = con.createStatement();**

**ResultSet rs = stmt.executeQuery(**

**"SELECT TOP 1 id FROM accounts ORDER BY id DESC" );**

**if ( rs.next() ) n = rs.getInt( 1 );**

**rs.close();**

**} catch ( SQLException e ) {**

**throw new AccountDAOException( "SQLException: "+ e.getMessage() );**

**} finally {**

**closeStatement( stmt );**

**closeDBConnection();**

**}**

**return n;**

**}**

**public AccountDetails load( AccountPK pk ) throws AccountDAOException {**

**AccountDetails account = null;**

**PreparedStatement pstmt = null;**

**try {**

**getConnection();**

**pstmt = con.prepareStatement( "SELECT \* FROM accounts WHERE id = ?" );**

**pstmt.setInt( 1, pk getId() );**

**ResultSet rs = pstmt.executeQuery();**

**rs.next();**

**account = new AccountDetails( pk getId(), rs.getString( 2 ), rs.getString( 3 ),**

**rs.getString( 4 ), rs.getString( 5 ), rs.getDouble( 6 ) );**

**rs.close();**

**} catch ( SQLException e ) {**

**throw new AccountDAOException( "SQLException: "+ e.getMessage() );**

**} finally {**

**closeStatement( pstmt );**

**closeDBConnection();**

**}**

**return account;**

**}**

**public void store( int id, String firstName, String lastName, String address,**

**String accountType, double annualIncome ) throws AccountDAOException {**

**PreparedStatement pstmt = null;**

**try {**

**getConnection();**

**pstmt = con.prepareStatement**

**( "UPDATE accounts SET firstName = ?, lastName = ?, address = ?,"**

**+ " accountType = ?, annualIncome = ? WHERE id = ?" );**

**pstmt.setString( 1, firstName );**

**pstmt.setString( 2, lastName );**

**pstmt.setString( 3, address );**

**pstmt.setString( 4, accountType );**

**pstmt.setDouble( 5, annualIncome );**

**pstmt.setInt( 6, id );**

**pstmt.executeUpdate();**

**closeStatement( pstmt );**

**} catch ( SQLException e ) {**

**throw new AccountDAOException( "SQLException: "+ e.getMessage() );**

**} finally {**

**closeStatement( pstmt );**

**closeDBConnection();**

**}**

**}**

**private void getConnection() throws AccountDAOException {**

**try {**

**Context context = new InitialContext();**

**DataSource ds = ( DataSource ) context.lookup( "java:/Bank" );**

**con = ds.getConnection();**

**if ( con == null )**

**System.err.println( "Database Connection is null" );**

**} catch ( SQLException e ) {**

**throw new AccountDAOException( "SQLException:" + e.getMessage() );**

**} catch ( NamingException e ) {**

**throw new AccountDAOException("NamingException:" + e.getMessage() );**

**}**

**}**

**private void closeDBConnection() throws AccountDAOException {**

**try {**

**con.close();**

**} catch ( SQLException e ) {**

**throw new AccountDAOException( "SQLException:" + e.getMessage() );**

**}**

**}**

**// Statement** is superclass of **PreparedStatement**

**private void closeStatement( Statement stmt ) throws AccountDAOException {**

**try {**

**stmt.close();**

**} catch ( SQLException ex ) {**

**throw new AccountDAOException( "SQLException:" + ex.getMessage() );**

**}**

**}**

**}**

4. BMP dùng DAO

- BMP dùng DAO bao gồm: business logic, truy xuất cơ sở dữ liệu chỉ là các lời gọi đơn giản đến phương thức tương ứng trong giao diện DAO, sau đó truy xuất lại dữ liệu từ bean đơn giản **AccountDetails** nếu cần. So sánh với BMP không dùng DAO trên.

**package myejb.entity.bmp;**

**import dao.\*;**

**import javax.ejb.\*;**

**import java.sql.\*;**

**import javax.sql.\*;**

**import javax.naming.\*;**

**import java.util.\*;**

**public class AccountBean implements EntityBean {**

**protected EntityContext ctx;**

**//** Bean-managed state fields

**private int id;**

**private String firstName;**

**private String lastName;**

**private String address;**

**private String accountType;**

**private double annualIncome;**

**public AccountBean() {**

**System.out.println( "New BMP Object created by EJB Container" );**

**}**

**//** Business methods (Getter / Setter), Transfer Object

**public AccountTO getAccountTO() {**

**return new AccountTO( id, firstName, lastName, address, accountType, annualIncome );**

**}**

**public void setAccountTO( AccountTO updateObj ) {**

**this.id = updateObj.getId();**

**this.firstName = updateObj.getFirstName();**

**this.lastName = updateObj.getLastName();**

**this.address = updateObj.getAddress();**

**this.accountType = updateObj.getAccountType();**

**this.annualIncome = updateObj.getAnnualIncome();**

**}**

lookup đến DAO từ ENC thông qua JNDI

**//** Helper methods

**private AccountDAO getDAO() {**

**try {**

**AccountDAO dao = null;**

**Context context = new InitialContext();**

**dao = ( AccountDAO ) Class.forName**

**((String)context.lookup( "java:comp/env/param/AccountDAOClass" )).newInstance();**

**return dao;**

**} catch ( Exception e ) {**

**throw new EJBException( "getDAO:" + e.getMessage() );**

**}**

**}**

**//** Callback methods

**public AccountPK ejbCreate( int id, String firstName, String lastName,**

**String address, String accountType, double annualIncome ) throws CreateException {**

**System.out.println( "ejbCreate() called" );**

**try {**

**AccountDAO dao = getDAO();**

**dao.create( id, firstName, lastName, address, accountType, annualIncome );**

**this.id = id;**

**this.firstName = firstName;**

**this.lastName = lastName;**

**this.address = address;**

**this.accountType = accountType;**

**this.annualIncome = annualIncome;**

**return new AccountPK( id );**

**} catch ( Exception e ) {**

**throw new CreateException( "Failed to create Account " + e.getMessage() );**

**}**

**}**

**public void ejbPostCreate( int id, String firstName, String lastName,**

**String address, String accountType, double annualIncome ) { }**

**public void setEntityContext( EntityContext ctx ) { this.ctx = ctx; }**

**public void unsetEntityContext() { this.ctx = null; }**

**public void ejbRemove() throws RemoveException {**

**System.out.println( "ejbRemove() called" );**

**AccountPK pk = ( AccountPK )ctx.getPrimaryKey();**

**try {**

**AccountDAO dao = getDAO();**

**dao.remove( pk );**

**} catch ( Exception e ) {**

**throw new RemoveException( "Failed to remove Account " + e.getMessage() );**

**}**

**}**

**public void ejbActivate() {**

**System.out.println( "ejbActivate() called" );**

**}**

**public void ejbPassivate() {**

**System.out.println( "ejbPassivate() called" );**

**}**

**public void ejbLoad() {**

**System.out.println( "ejbLoad() called" );**

**AccountPK pk = (AccountPK)ctx.getPrimaryKey();**

**try {**

**AccountDAO dao = this.getDAO();**

truy xuất DAO điển hình:

- lookup thực thể DAO

- gọi phương thức DA logic tương ứng

- lấy dữ liệu trả về từ Transfer Object của DAO

**AccountDetails ato = dao.load( pk );**

**firstName = ato.getFirstName();**

**lastName = ato.getLastName();**

**address = ato.getAddress();**

**accountType = ato.getAccountType();**

**annualIncome = ato.getAnnualIncome();**

**} catch ( Exception e ) {**

**throw new EJBException( "ejbLoad: Unable to load from database", e );**

**}**

**}**

**public void ejbStore() {**

**System.out.println( "ejbStore() called" );**

**try {**

**AccountDAO dao = getDAO();**

**dao.store( id, firstName, lastName, address, accountType, annualIncome );**

**} catch ( Exception e ) {**

**throw new EJBException( "ejbStore: Unable to store into database", e );**

**}**

**}**

**//** Finder methods

**public AccountPK ejbFindByPrimaryKey( AccountPK key ) throws FinderException {**

**System.out.println( "ejbFindByPrimaryKey() called" );**

**try {**

**AccountDAO dao = getDAO();**

**boolean result = dao.findByPrimaryKey( key );**

**if ( !result )**

**throw new ObjectNotFoundException( "Account id " + key.getId() + " not found" );**

**return key;**

**} catch ( Exception e ) {**

**throw new FinderException( "FinderException: " + key. getId() + e.getMessage() );**

**}**

**}**

**public Collection ejbFindByFirstName( String firstName ) throws FinderException {**

**System.out.println( "ejbFindByFirstName() called" );**

**try {**

**AccountDAO dao = getDAO();**

**Collection c = dao.findByFirstName( firstName );**

**if ( c.isEmpty() ) throw new ObjectNotFoundException**

**( "Rows for firstname " + firstName + " not found" );**

**return c;**

**} catch ( Exception e ) {**

**throw new FinderException( "FinderException: " + firstName + e.getMessage() );**

**}**

**}**

**//** ejbHome methods

**public int ejbHomeGetTopID() throws FinderException {**

**System.out.println( "ejbHomeGetTopID() called" );**

**try {**

**AccountDAO dao = getDAO();**

**return dao.selectTopID();**

**} catch ( Exception e ) {**

**throw new FinderException( "FinderException: " + e.getMessage() );**

**}**

**}**

**}**

- Khi triển khai, deployment descriptor **ejb-jar.xml** cần có những thay đổi thích hợp để đăng ký lớp DAO vào ENC của ứng dụng trong cây JNDI.

**<ejb-jar>**

**<enterprise-beans>**

**<entity>**

**<ejb-name>Account</ejb-name>**

**<home>myejb.entity.bmp.AccountHome</home>**

**<remote>myejb.entity.bmp.Account</remote>**

**<ejb-class>myejb.entity.bmp.AccountBean</ejb-class>**

**<persistence-type>Bean</persistence-type>**

**<prim-key-class>myejb.entity.bmp.AccountPK</prim-key-class>**

**<reentrant>False</reentrant>**

**ENC**

**<env-entry>**

**<env-entry-name>param/AccountDAOClass</env-entry-name>**

**<env-entry-type>java.lang.String</env-entry-type>**

**<env-entry-value>dao.AccountDAOImpl</env-entry-value>**

**</env-entry>**

**<resource-ref>**

**<res-ref-name>Bank</res-ref-name>**

**<res-type>javax.sql.DataSource</res-type>**

**<res-auth>Container</res-auth>**

**</resource-ref>**

**</entity>**

**</enterprise-beans>**

1. POJO – Plain Old Java Object [↑](#footnote-ref-2)
2. Create, Read, Update, Delete [↑](#footnote-ref-3)
3. Xem về Regular Expression trong phần Tài liệu tham khảo. [↑](#footnote-ref-4)